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Abstract
Developing quality software should be the priority for software organizations and developers. Software attributes can be defined using software documentation which allows for effective communication among the software team and stakeholders towards the delivery of quality software applications. The aim of the project is to analyze and improve software documentation processes for software developers in Nigerian software developers with a focus on the general study of previous work on software documentation carried out over the years, carrying out literature review on software documentation, finding drivers and barriers to good documentation, developing survey distributed to Nigerian software developers and to users as questionnaires for gathering information on software documentation. To develop a framework/guideline which will include, methodologies, usage, procedures, and work patterns that can be easily used by software developers to ensure good documentation to deliver cost-effective and better-quality software. This research work analyzes the processes in software documentation using literature review and questionnaire. The focus was on finding drivers and barriers to good software documentation from the literature survey and getting responses from questionnaire on usage by software developers. This project has researched and discussed the documentation process, with resulting best practices and framework. Some guidelines have been proposed which can be used; and because there are no strict standards on software documentation, adhering to software development life cycle standards will ensure that documentation practices are well followed. Software documentation is helpful in defining useful and usable specifications and functionalities of software for the delivery of quality software as well as helping in the transfer of knowledge among team members and stakeholders.
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1. Introduction
Documentation is an important step in the software development lifecycle (SDLC) and creating software document can facilitate effective communication amongst software developers and “with various interest groups of the system to be developed, such as customers, marketing people, end users, service personnel, and authorities.” [1]. Understanding the need for documentation in a software project is just the beginning and is not as much important as knowing exactly which documents to create or how to create and maintain software documentation for an application and this has been a challenging aspect leading to no proper documentation.
A software application that is correctly documented will communicate the appropriate information to the team allowing for better records of development specifics, tracking of project progress to thorough testing support, validation, and verification, as well as provide guide for users and owners on the functionalities of the application [2]. Sadly, software documentation amongst some software organizations in Nigeria is not taken as seriously as rolling out applications for use and is mostly done poorly or not properly updated causing the development of poor-quality software and challenges in maintenance, probably because they do not know “how to create and maintain a program documentation system that meets the need of the organization” [3].

Software documentation is often perceived differently by each member of a project team. While the project manager will depend on the documentation to rate the project’s success, in some cases, a team member or developer may not at all care for documentation especially if its role in the project is not well understood. Documentation problems as well as infrastructure and processes in software application projects can cause lack of software quality, this project focuses on the use of Software documentations such as system requirements, specifications, design, and architecture as well as using information from the findings of this research to analyze and improve documentation to help Software Developers in Nigerian develop better quality applications.

By researching from already existing work the extent of study of the importance of documentation to developing a software application with focus on the (1) if the size of the project determines if documentation is carried out or not? (2) How is software documentation managed? (3) Who takes responsibility for producing software documentation? From these research questions what has been done so far will be noted and will be used to suggest framework for software developers in Nigeria.

2. Analysis and Design
The data collection for this project followed the following steps. Step one involved literature review, and from the literature survey, the following were some of the drivers and barriers to good documentation used to determine how documentation is carried out and used.

Good Drivers and Barriers to Software Documentation

Table 1: Drivers and Barriers to Good Documentation

<table>
<thead>
<tr>
<th>Sr. No.</th>
<th>Good Drivers</th>
<th>Barriers</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>The extent of software documentation being produced and used in software organizations.</td>
<td>Outrightly measuring the extent of software documentation in a project can be ambiguous.</td>
</tr>
<tr>
<td>2</td>
<td>Understanding the types of software documentation and the importance of each document.</td>
<td>Researching all the types of documents in a project can make the survey too broad.</td>
</tr>
<tr>
<td>3</td>
<td>Ensuring that documentation is complete and updated and maintained will help software team in developing high quality software.</td>
<td>Documenting and maintaining all the process of a software project being carried out is not entirely possible.</td>
</tr>
</tbody>
</table>
The experience of the development team can affect how software documents are being referenced. There are no metrics for measuring team experience especially in the first projects.

This was followed by questionnaire design. The Questionnaire was designed with focus on the literature review to bring together perception and usage of software documentation among software developers in Nigeria. Questionnaire details can be found in Appendix B. The questionnaire was designed from already validated research work by [4] using Google forms.

The questions were mainly common questions on general use of software documentation where it applied, and distribution of the questionnaire was unstructured. In question 1 – 3 (Q1 – Q3) participants were asked on working experience, job function and the use of software documentation in their organization. Questions 4 – 8 (Q4 – Q8) covered the recommended type of development process, types of software documents written/edited/verified, whose primary responsibility is it to create and maintain and verify and validate software documentation, length of time before updates are done on software documentation after there is a change in the software system. In Questions 9 – 16 (Q9 – Q16) participants had to agree or disagree on a scale of 1 to 5 with 5 being they agree completely. The questions cover user involvement in software documentation, solving problems in software application using requirement documents, differences in the documents used between development and maintenance phase, level of experience in software documentation usage, maintenance cost exceeding cost benefit of up to date documents, effort in formatting and preparing software document compared to providing actual content, poorly referenced document and difficulty in navigation based on size and number of documents and individual usefulness in software documentation. The last three questions (Q 17 - Q19) required participants to comment based on the following: software tools most and least helpful, types of software artifact most and least effective in software documentation.

3. Implementation

Models and processes can continuously be developed based on each phase of the SDLC. These processes as described in previous research although not standardized are believed to help in software documentation. To gain proper understanding of software documentation, it will help to check out already known standards. For example, it is known that documentation is a supporting life-cycle process toward quality framework and although “the benefits and advantages of following a defined process is sometimes not immediately evident to the project team” [5] Software developers must ensure to follow defined process with aim at quality software.

Based on individual customers, requirement for software application may differ requiring more “Formal Program Management Plans (PMPs), Configuration Management Plans (CMPs), Quality Assurance Plans (QAP), and some other programs may require less formal version of document plans etc.”[6].

Although these processes above will aid in carrying out software documentation, there is no guarantee that they and, in some cases, the main issues are not with requirement gathering or poor documentation management, but “with out-of-date or incomplete documentation.” [7] There have been seemingly numerous documentation practices as a result of the advent of web development. These practices range from unstructured projects to structured projects (contracted and planned). Also,
there has been an increase in the practice of the use of digital libraries where the project team uses data management system for document and communication. This system is necessary in gathering and conveying information from everyone involved to allow for easy decision making. Successful practice in documentation has been known to deliver quality in the development of software [8] especially in the use of technical documentation which improves development and maintenance practice. [9].

- Software documentation of an application should be developed in an understandable format for all involved in the project with little or no explanation when read. In ensuring that SD is not ambiguous, the structure as well as the contents of software documentation should be simple and clear resulting to the development of quality applications according to “To achieve greater documentation relevance, we need to find ways to increase its power, simplicity, or preferably both.” [7] Quality assurance in the development of software requires that documentation is not redundant and has no anomaly. Relevant requirement and architecture information should be easily retrievable from software documentation when needed. Software documentation should be easily modified to effect necessary changes. [10]

- Prioritizing documentation and treating it like any of the other requirements for developing software applications helps in creating explicit documentation which allows easy and better consideration from the stakeholders. A project team, should be aware that quality documentation can help in the transfer of this knowledge to users as well as new members of the team and in treating documentation as a requirement, they will be sure to develop clear and appreciable documents.

- Adhering to Standards: We can begin from first considering the Software Development Lifecycle standards of which documentation is a process in the life cycle. That can help set the stage for developing software documentation. And although there are “no universally recognized standard for software documentation, there is a standard for documenting engineering and scientific software. This standard developed by American National Standards Institute (ANSI) and the American Nuclear Society (ANS) developed in 1995 formally called ANSI/ANS 10.3-1995 Standard can be adopted for the Documentation of Computer Software.” [1] It use as a guide can serve as the starting point for software organization to produce quality software by following the documentation methodology.

The ANSI/ANS 10.3-1995 Standard has flexible set of specifications which serves as a guide in the delivery of quality software for most projects. Therefore, it helps to improve communication between software developers, stakeholders, and users, assisting in the effective selection, usage, transfer, conversion, and modification of computer software. [1] On its limitations, the ANSI/ANS 10.3-1995
Standard does not offer guidance for online monitoring, control and safety systems and does not handle customer-oriented requirement software. [1]

Also, the Institute of Electrical and Electronics Engineers (IEEE) standard for software requirement specification (IEE87, IEE94) provides an available structure that can be understood by many. Although these standards require various aspects to be specified, it allows SRS to fit in considering that “different project may require their requirements to be organized differently” [13] and by agreeing on what constitute and how the system should be represented, developers and stakeholders can identify and agree on sets of requirements to characterize the system. (IEEE Std 1059, 1993)


• A software development team must work as a team to achieve software project goals, with proper understanding that documentation is important in delivery quality software and knowing the extent of documentation required and that the stakeholders need. This will help the team focus on the key areas to be documented instead of reporting on every happening during the project delivery and maintenance. Software organization should make software documentation is requirement. A software development team may come up with its own “documentation and coding standards that define the content, order and format of the documents, and the code created by team members.” [14] Following these standards will ensure that all team members are working together. These standards can always be modified, and everyone is encouraged to comply.

• With the growing trend come new technologies, there are software-based tools that can basically reverse-engineer existing code and generate views. [15] These tools can help in creating effective documentation as well as save time and cost. Project managers should therefore seek out for the best documentation tool that suits the project and can be used by the development team without having to spend time training them to use it. Having to train a project team to use a tool they are not familiar with might delay development process therefore this should be duly considered when planning the project.

**Software Documentation Tools Used**

In the survey, participants were asked to comment on the type of software tools they found most useful to create, edit, browse, or generate software documentation. The responses show that 48% of the respondents use word processor, while 16% use JavaDoc, the others were significantly low.
Example of some of the available tools includes:

a) **Unified Modeling Language (UML):** The UML is known to give a “visual representation of a system’s specification at various levels of design” [16] which enhances communication and understanding of the software system properties. The benefits and limitations of UML tool below can help software developers to decide on its adoption. UML has been known for enhancing communication among project team and stakeholders. It provides good advantage for its visual properties which complements the code. As well, its ability to manage growing complexities associated with software development. This is done through high level abstraction, and its ability to trace different stages from requirement to low level design. Also, it is recognized for its use in constructing and documenting object-oriented software system’s artefacts. Although with all its benefits, if adequate training is not gotten, its use will not be efficient. A UML deployment diagram, along with user interface flow diagrams and physical data diagram are valuable; models’ software developers can base documentation on when kept up to date.

b) **Input – Process – Output (IPO):** This is mostly represented in diagrams used to document a process. The IPO model is an interactive model relevant during decision making among groups. During communication, the goals (input) are discussed which then influence subsequent decision
(process) thereby affecting the team (output). The model requires understanding of what occurs during communication [17. Rue [18] used influence diagrams to document the relationship between process parameters of a project. When these diagrams are drawn in the requirement phase, the identified inputs and outputs must be noted, and then are to be captured in the influence diagrams.

c) **Delete Document of Action (DofA):** an example being a design document goes through many successive versions, with corresponding evolving status in addition with individual fragments. A documents level of standardization plays a role in the indexing and classification of DofA. [19]

d) **Contract Deliverable Requirement Lists (CDRLs):** This help to put together the documents which will be needed together based on what the client wants thereby creating a framework for software systems which is then agreed on by all parties involved. The contract documents are the first documents to be prepared and reviewed before a project is awarded and these documents are updated as changes are made. [20] These documents can also serve as ready materials for new projects.

4. **Framework**
The changing needs of documentation and the extent to which documentation may be carried out in software development organization will require numerous and different documents because each project is different leading to increase time and cost. From the research so far, it has been established that requirements specification document is the mostly done documents. Therefore, the developed software requirement documentation outline below will serve as guide in managing documentation in uniformed manner for quality software. As well serve as a basic structure on which further development of documentation is based thereby, helping software developer in easy and consistent documentation of software system leading to quality system. The following is an example of a Software Development Documentation framework:
Below is an example of documentation outline for a software application coined from Restaurant Point of Sale Project documentation outline [21]. Based on the application and the team, the outline can be revised to their standard.

Table 2: Sample Software Documentation Outline

<table>
<thead>
<tr>
<th></th>
<th>Introduction</th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td><strong>Document purpose</strong></td>
<td></td>
</tr>
<tr>
<td></td>
<td><strong>Scope</strong></td>
<td></td>
</tr>
<tr>
<td></td>
<td><strong>Objectives</strong></td>
<td></td>
</tr>
<tr>
<td></td>
<td><strong>Intended audience</strong></td>
<td></td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>2</th>
<th>Product Description</th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td><strong>Functions</strong></td>
<td></td>
</tr>
<tr>
<td></td>
<td><strong>Operating environment</strong></td>
<td></td>
</tr>
<tr>
<td></td>
<td><strong>Performance requirements</strong></td>
<td></td>
</tr>
</tbody>
</table>
Framework Description

e) **Introduction:** The introduction will cover document purpose, its scope, objectives and intended audience. This will allow anyone to understand what the document is all about and the extent to which the document will be developed.

f) **General Idea of the product:** Every project is different, and by providing a general idea of the product, what is needed to achieve the project is known specifically for the product. This general idea will include its functions, the operating environment, performance requirements, security requirements, policies, industry standards, business rules.

g) **External Interface Requirement:** This will discuss any program that the system being created will interface with. This could include user interfaces, hardware and software interfaces and communication interfaces.

h) **Functional Specification Requirements:** This section should explain extensively the software inbuilt features covering will do and how it will be done. This should be well explained to intended audience identified above.

i) **Product Schedule:** This will breakdown the schedules and resources that will be allocated for the project, including time and cost required for the product to be developed.

j) **Risk Identification:** This section will identify all potential risks, how the risks will be prioritized, plan on mitigating risk, potential resolution, and monitoring means.

k) **Change Management:** How change will be managed throughout the project period with plans on evaluating and tracking changes.

5. **Result and Evaluation**
Software documentation is commonly used to describe the attributes of a software and when done properly can help a software project team reach its full potential, in developing and delivering timely software applications. The use of documentations tools for especially for requirement and functional
specifications can however improve documentation usage in a project although this is depended on the system capabilities as well as the adaptability of the team to use the system. In the case of language documentation, these documents are collected and with the help of language tools are transcribed into more understandable documents. According to Bird and Simons [22], these language tools are mostly known to have portability problems and software developers are required “to represent their rationale information with ad hoc vocabularies and format” [23] which this project, with the best practices discussed and framework can help software developers do better documentation.

The goal of this study was to analyze and improve software documentation processes for software developers in Nigeria. Form the literature review, drivers and barriers to good documentation were defined in this project. That in addition to the responses from the questionnaire were used in finding out existing practices from which the best practices have been discussed above. While the best practices will help software developers deliver quality software, it is important to note that there are no strict standards and processes but adhering to known standards of software development lifecycle.

In the cause of evaluation of the framework/guideline for improved software documentation for use by Software Developer to deliver cost effective and better-quality software, 3 software developers were recruited to evaluate the framework/guidelines. By evaluating the project artefact with a small group of 3 software development experts helped to check how the processes and framework can benefit software developers in Nigeria and the framework.

Highlights of the best practices were discussed with 3 software development (SD) experts and then they were asked to rate on a scale of 1 - 5 the following the questions generated from the following best practices.

Table 3: The Result of the Evaluation

<table>
<thead>
<tr>
<th>Best Practices</th>
<th>SD Expert 1</th>
<th>SD Expert 2</th>
<th>SD Expert 3</th>
</tr>
</thead>
<tbody>
<tr>
<td>Rate and the extent with which an understandable format will benefit all in the project development?</td>
<td>5</td>
<td>4</td>
<td>4</td>
</tr>
<tr>
<td>Will clear enough documentation allow for easy interpretation?</td>
<td>5</td>
<td>5</td>
<td>4</td>
</tr>
<tr>
<td>How important is prioritizing documentation in a software project?</td>
<td>5</td>
<td>4</td>
<td>4</td>
</tr>
<tr>
<td>How will you rate the importance of adhering to known standards in developing software documentations?</td>
<td>4</td>
<td>5</td>
<td>5</td>
</tr>
<tr>
<td>Rate the importance the importance of teamwork in</td>
<td>5</td>
<td>5</td>
<td>4</td>
</tr>
</tbody>
</table>
ensuring quality documentation

| Rate the use of software-based tools in ensuring good documentation | 4 | 4 | 5 |
| Comments | These best practices can help any software development team carry out documentation. | The importance of software documentation in delivery quality software projects should compel any project team to seek out best practices and the above seem to be good enough. | Even though these best practices will enhance the development of software documentations, it will be easier if the focus is just on using software documentation tools. |

Table 4: Framework as Described by 3 SD Experts

<table>
<thead>
<tr>
<th>Framework</th>
<th>SD Expert 1</th>
<th>SD Expert 2</th>
<th>SD Expert 3</th>
</tr>
</thead>
<tbody>
<tr>
<td>• Define the purpose of the documentation</td>
<td>By following this procedure, software developers can easily put together software documentation for stakeholders and the team.</td>
<td>Any software developer can always use this framework for a start but should not be so fixed on it that they cannot come up with better procedures for software documentation.</td>
<td>The information for framework could be improved, for better understanding because anyone using this software should have some form of experience on software documentation.</td>
</tr>
<tr>
<td>• Identify the audience</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>• Gather information about the software</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>• Identify the different section of the document and create an outline</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>• Begin inputting information based on the outline – create draft</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>• Review and create final document</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>• Format document</td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

From the evaluated best practices and framework, it can be said that the three software development experts, agreed to the practices although, one expressed concerned on the number of best practices and mentioned that the focus should be on documentation tools for easy documentation to allow for quick delivery of software applications. All three of them agreed that the framework and outline will be useful in forming the basis for documenting software applications which can be improved on based on the project and its team.

6. Discussion

Software documentation can be referred to formal document whether in print or electronic format for use in effectively and efficiently developing a software application fit for its intended environment [10]. Its importance in the software development process helps provide the appropriate information to the stakeholders while enhancing communication among team members thereby ensuring everyone involved in the software project work together.

It is difficult to come up with a single definition for software documentation considering that there are many descriptions and in discussing some of the definition of Software Documentation [24] expressed that the many meanings of Software Documentation would not help one come to a specific definition, the notion of Software Documentation being an artifact for communicating information about a
specific product providing such description that is expected to give precise information about the system being developed should be considered. As well as documentation being a description of authority or evidence of work emphasized.

Documentation as a basis for communication among project team, stakeholders and users need to be effective and the documents needs to be well understood. [1] The diagram below (Figure 2) encourages project team to choose the best form of communication option available based on the team’s current situation. Apparently, conversation with stakeholders and involving them can help handle issues which is more valuable than the best documentation. [15] Having face to face conversation between team members and stakeholders can help to give better understanding of what the team is communication and that way, misinterpretations are prevented. [19]

![Figure 4 Comparing the Effectiveness of Various Communication Modes](image)

Software Documentation can be used as a factor to rate the value of a software application except in cases where the documentation is incomplete, outdated or of poor quality, despite that if the software documents are well communicated and understood by the team, this will still allow for the development of quality software. Documentation can help in the proper understanding of software process during a system’s modeling and with the use of representations the customers can understand properly what the software engineers are communicating. [18] Project managers must ensure complete and open communication amongst team members as well as early and frequent feedback to lower cost and improve delivery time. A more efficient review of requirement during the requirement phase of the SDLC will be well carried out by test engineers but “If requirements are so ambiguous that test engineers do not know what to test, how can developers be expected to design and code to those requirements?” [6]
Just like Software development process ensures proper coordination and better communication among all involved in developing the software application with the sole aim of achieving the goal for a working software, software documentation as an important part of the software development process, can help stakeholders communicate asynchronously without “the time and geographical restriction during software development process.” [10]

Some developers have misinterpreted Agile's manifesto of having a working system over documentation as an excuse not to carry out documentation. On the contrary, the “Agile development method does not stop developers from carrying out documentation and it is important to know the kind of documentation that your project requires and when it is the best time to produce it.” [25] In a summary of results of DDJ’s 2008 Modeling and Documentation survey pertaining to documentation deliverables, it was found that instead, the extent of documentation deliverable documentation like operations documentation, user manuals etc. were just about the same in the agile teams and the traditional teams. [15]

![Figure 5: Percentage of Teams Creating Deliverable Documentation](image)

The agile methods encourage “face-to-face communication over formal and precise documentation and also over tele-/video-conferences or email conversations” [26] and this process have been found to be “most workable on small projects and relatively low at-risk outcomes, highly capable personnel, rapidly changing requirements [27] and in striving to continuously improve software products, adequate documentation must always be in focus [28]. According to Turk et al “Good documentation of requirements and designs, produced and maintained in a timely manner, are essential to ensure that the distributed team members all maintain the same vision of the product to be built.”

Software documentation can describe a wide variety of aspect in software development [29]. There are several types of software documents needed by software developers, end users and for maintenance and these documents are broadly used in software development lifecycle. For example, the development documents (requirements specifications, design, or architectural documentation) allow for easy coordination among team members helping them to effectively develop the software. Also, the maintenance documentation guides the team in improving or fixing software failures while the user’s documentation help users get to understand the suitable ways to use software application. [14]
Software Requirement Specification (SRS) document is the most common and often stands as a guide for reviewing software’s requirement. When SRS documents are well defined, it can cover the attributes of software and all aspects of and maintenance of software in ensuring usability, reusability and maintainability as well as ensuring end users satisfaction. The requirement phase of a software project is meant to define the purpose and the usage of the software model, determining the questions that the software model will have to answer, [18] and then these software requirements documents are produced, validated, and used to describe behaviors and characteristics usually visible. When developers deviate from the documented requirements, sometimes due to no proper analysis of the changes in fulfilling new requirements, by omitting required functionalities due to times and budget constraint, [14] these may “lead to compromise in the dependability of the software systems being developed.” [30] Problems detected early during the development have the chances of being corrected and fixed, whereas if the problem is detected at the end of the software development lifecycle, there are no chance of fixing as the problems may already have led to a complete compromise of the software system.

The requirement specification phase in software development can be quite difficult to achieve because it is an important area of interest for software team, stakeholders and end users and must be made to be easily understood for all parties. By getting SRS to a reasonable quantity, software developers can achieve the goal of helping everyone understand the different aspect of the project through a well written and specified document and as well ensuring that what is specified is what is required to achieve the project. Complimenting requirement document with some visual representation like use case, flow diagrams and mind maps thereby saving prospective client the stress of reading long documents without visual aids.

According to Jalote [13], there are three main approaches when analyzing requirement specification. These approaches include:

1. The unstructured approach where all requirements are discussed among analysts, customers, and users and afterwards the requirements are documented.
2. The Modelling Oriented approach where available information is used to develop a model which is then used to determine proper understanding and thereby determining the project’s requirements.
3. Prototype: In this approach, a prototype is developed and used in validating the correctness and completeness of requirements.

Developers who may worry about software requirement specification not in accordance with standards need to understand that there are “no standard and a few conventions exist regarding the content of reference documentation.” [31] As long as the customer is involved with validation of requirements and agree with the content of the resulting model specification document. [18] Software developers should ensure to use documentation systems or tools based on the platforms for the system to be developed an example will be using Javadoc for Java Application Programming Interfaces.

The software design documents account for the architecture information. These documents require are common for giving development and maintenance team a difficult time especially when they “contain incorrect dimensions, inadequate references to drawings, standards and building/engineering codes
and conflicting specification”. [23] Therefore, having correct and complete documents will help software developers in meeting all the system’s requirement as well as the runtime constraints.

These two types of documents are the most common and are usually written in natural language “for the communication between various stakeholders of the project, such as customers, managers, requirements engineers, architects, and developers.” [19] The use of controlled natural language will help in representing and communicating the software’s structure for easy understanding.

A project’s technical requirement basically applies to the functional behaviors of the software which may be completely textual or graphical or with the use of visual language based on the preference of stakeholders and project team and as well helping to joining their “needs and perceptions to the technological solutions designed by the software experts.” [32]

The design (high level and detailed or low-level design) documentation is used to define the functional and operational interfaces. However, determining the level of precision of a document to check if it is of high quality may be difficult especially if the document is not dependent on any process or organizational context. Creating documents independent of any process keeps the documentation without any criteria for determining its precision level. Also creating documents that requires the interpretation of a skilled interpreter can often be difficult to access. “Instead, information should be documented in such a way that the reader can easily retrieved” [33] and the use of diagrams can help reduce the complexity of documentation.

Software documentation is an important aspect in software development process. While this study targets the processes that can help software developers in Nigeria deliver better quality software, from the literature review, there are undoubtedly several studies carried out so far with most focused on its effect on cost, benefits, and quality of software applications.

With much information on the importance of software documentation in the delivery of effective software, one would wonder why it remains a challenge for software developers to create software documents. The time spent trying in figuring out how a software works can be reduced with the availability of proper software documents and developers can simply move on to the next project without interruptions from end users.

The growing trend in technology and the use of software applications in almost all organizations makes it important that software developers continuously improve on software applications that are of ISO quality and this has not been taken seriously amongst most software developers in Nigeria.

7. Conclusion/Recommendation
This project analyzed software documentation through literature review and interactions among software developers and then suggests best practices and framework for improving software documentation for the delivery of quality software amongst software developers in Nigeria. The research questions as seen in the table below helped in gathering drivers, barriers and in designing the survey. The results have been discussed in chapter 5 after careful evaluation of the best practices and framework.
Table 4: Research Questions and Method of Responding

<table>
<thead>
<tr>
<th>Research Questions</th>
<th>How Research was done</th>
</tr>
</thead>
<tbody>
<tr>
<td>The questions used for this project research are as follows:</td>
<td>The method used for researching includes:</td>
</tr>
<tr>
<td>• What is the importance of documentation to developing a software application?</td>
<td>• Literature review: investigating existing work done on software documentation focusing on the research questions.</td>
</tr>
<tr>
<td>• Does the size of the project determine if documentation is carried out or not?</td>
<td>• Interactions with a few software developers also helped to answer some of the research questions.</td>
</tr>
<tr>
<td>• How do you carry out and manage your documentation?</td>
<td>• Questionnaires were also used, and participants responded to the questions asked.</td>
</tr>
<tr>
<td>• Who takes responsibility for producing software documentation?</td>
<td></td>
</tr>
</tbody>
</table>

The importance of software documentation in the software development cycle can be seen as it improves quality of the application. By analyzing and improving the processes of software documentation, the terminologies used above, existing knowledge and practice, techniques and method discussed can be used to help software developers and their team to develop more quality software applications.

Maintaining good documentation of project specifications requirements, designs and other documents in the timeliest manner is important in ensuring all members of the team are in sync with the software plan for a quality product. Despite the much emphasis on software documentation in this project, it is important to note that “Documentation should be created and maintained only if they provide value to the project and project stakeholders.” [26]

While searching for resources, they were no much work done on software development or documentation as related to Nigerian software developers. Notwithstanding, software documentation remains an important process in the SDLC and should be taken seriously. The primary focus of this project has been to analyze and improve software documentation processes among software developers in Nigeria. Considering that the level of software industry is not regulated, and more work should be done on software documentation according to standards and to software organizations should always ensure to develop quality software applications.

The limited number of respondents also helped to establish that overall software development is still in its growing phase and more needs to be done to encourage people to engage in developing quality software instead of limiting themselves to just web site creations.

Considering the increased use of technology tools in businesses today, it will be unfortunate if businesses still outsource development of software applications overseas. Therefore, organization and stakeholders should insist known and proven standards as well as project plans in the form of requirements and design documents that they can relate to.
If specification requirements documents remain the most important and Software Developers do not give same attention to creating and managing other documents, this could lead to defects in the software system.

This project focused mainly on the software documentation processes among Nigerian software developers. The foundation for software documentation been laid here can be used in the future to further analyze software documentation processes with more developers reached to get a wide overview of usage in software organization. Also, seeing that there is not much research work on software documentation among Software application in Nigeria, it is an area to be explored and the level of usage of software documentation processes should be considered and actual software engineers with experience should be recruited as research participants.

Another area to be considered is the usage of software documentation tools. By identifying useful tools, and by including their benefits and limitations, software engineers can compare and work with the most suitable tools. And because the more experienced software developers are significantly affecting the level of usage of software documentation, young developers should not feel bad about not been able to produce perfect documentation, instead they should keep improving.
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